STRUCTURE CHARACTERISTICS OF DATA WAREHOUSE AND IMPLEMENTATION POSSIBILITIES FOR VARIOUS DIMENSION TYPES

Introduction

Organizations need tools to facilitate prompt and adequate decision-making processes that involve as little risk as possible. Effective decision-making can be achieved thanks to analytical tools with a reliable data collection. The function of such a data source is played in organizations by data warehouses which provide end-users with the indispensable data within the Business Intelligence system. The development of a data warehouse is the first step in the creation of OLAP bases. The bases consist of the so called analytics cubes that provide users with a convenient and prompt access to business data. The understanding of the concept of Business Intelligence environment architecture and of the principles of data warehouse designing makes it possible to develop effective analytics platforms to support decision-making processes in organizations.

The objective of the article is to present theoretical determinants of data warehouse designing with the consideration of the dimensions classification and to present practical implementation of various types of dimensions with the application of the Microsoft software. In 2017- for the tenth time in a row - Microsoft was considered in the report of Gartner Research and Analysis Company (Magic Quadrant for Business Intelligence and Analytics Platforms) to be the leader on the market of Business Intelligence and analytics platforms.

---

3 http://www.msbifun.pl/microsoft/bi-magic-quadrant-gartnera/
Furthermore, the aim of the article is to present a practical creation of junk dimension and the management of a rapidly changing monster dimension by minidimensions.

1. Concept of data warehouse structure

The term data warehouse can be interpreted either in a wider or narrower sense. In a wider sense, a data warehouse is an overall system whose task is not only to download data from company information resources but also to place the data in the new base and to share it with decision-makers. In a narrower sense, a data warehouse is a data base whose basic task is to store data in order to ensure its efficient availability with the aim to facilitate decision-making processes. The article takes into consideration the latter definition.

Thus, a data warehouse is a coherent, subject-oriented collection of integrated, non-volatile historical data whose purpose is to support business decision-making processes in a company. Data warehouses are most frequently loaded increasingly and abundantly. A data warehouse is a relational data base that has a unique structure which differentiates two types of tables: fact tables and dimension tables. The process of data warehouse loading is referred to as the ETL process (extract, transform, load) and consists in extracting the data from sources, transforming it adequately and uploading to the data warehouse.

A fact table holds actual events in reality that are subject to analysis (e.g. the sales volume). A dimension table includes reference data by which analyses are conducted (e.g. time, product). It is customary to use prefix Dim (for dimension) and Fact (for fact tables) in a data warehouse. This helps to organize the structure of the data warehouse.

A data warehouse can adopt different relational structures depending on the complexity of the business reality being modelled. Three basic data warehouse schema can be distinguished: star, snowflake and fact constellation. The characteristics of the data warehouse logical schema are given in Fig.1.

---

7 Olszak C.M., Tworzenie i wykorzystanie systemów Business Intelligence na potrzeby współczesnej organizacji, Wydawnictwo Akademii Ekonomicznej, Katowice 2007, p. 76.
9 Januszewski A., Funkcjonalność informatycznych systemów … op. cit., p. 23.
2. Basic classification of dimensions

Following a review of the literature on the subject, online sources and their own experience, the authors present a classification of dimensions that is divided into two sections: the basic section and the supplementary one.

One of the basic classification criteria dimension is the type of the data stored, i.e. the content of a particular dimension in a data warehouse. Thus, one can distinguish such dimensions as conformed, junk, degenerate and role playing, which is presented in Table 1. One dimension can be classified into several categories. Dimension Data is a universal dimension but it may also play numerous roles in a multi-dimension model. Degenerate dimension Age that is given as an integer in a fact table may be transformed together with other customer’s attributes to a junk dimension.
Table 1. Basic classification of dimensions – dimensions by content

<table>
<thead>
<tr>
<th>Type</th>
<th>Characteristics</th>
<th>Example</th>
</tr>
</thead>
<tbody>
<tr>
<td><em>conformed</em></td>
<td>Dimension that maintains the same significance although remains in relationship with numerous facts</td>
<td>Dimension <em>Data</em>; a particular date is explicit for all facts; it provides the information on the date of the occurrence of a particular fact.</td>
</tr>
<tr>
<td><em>junk</em></td>
<td>An artificially created dimension that is a combination of various flags and indices with an insignificant number of states.</td>
<td>Dimension <em>Customer</em> that constitutes a combination of several customer’s features (e.g. gender, age group, type: individual/business).</td>
</tr>
<tr>
<td><em>degenerate</em></td>
<td>A particular case of data that constitutes a dimension but is stored in fact tables. This dimension does not possess attributes.</td>
<td>Dimension <em>Age</em>, which is presented in a sales facts table as an integer informing about customer’s age. It may also be the <em>Order Number</em> in a fact table.</td>
</tr>
<tr>
<td><em>role-playing</em></td>
<td>Dimension that can hold various significance depending on the context. In a physical model, the dimension is represented as a single object, while in a logical model, the object is given by several independent dimensions.</td>
<td>Dimension <em>Data</em> can be used several times in a sales facts table which can include references to the dimension <em>Data</em> in the context of the sales date, the order shipment date and the order delivery date.</td>
</tr>
</tbody>
</table>


The other crucial classification criterion of dimensions is the management type of changes that occur in dimensions. This is directly related to the way the data is loaded to the
One can distinguish fixed, slowly and rapidly changing dimensions. The characteristics of dimensions together with the examples is given in table 2.

**Table 2. Basic classification of dimensions – dimensions by the management of changes (ways of loading)**

<table>
<thead>
<tr>
<th>Type</th>
<th>Characteristics</th>
<th>Example</th>
</tr>
</thead>
<tbody>
<tr>
<td>fixed</td>
<td>Dimensions are constant throughout the whole period of the warehouse existence as regards the number of lines and the content.</td>
<td>Dimension Data, which may be loaded at the stage of the data warehouse implementation.</td>
</tr>
<tr>
<td>slowly changing</td>
<td>Dimensions where the values of particular attributes may be subject to slow/rapid changes over time.</td>
<td>The elements of the dimension Product may change over time, e.g. the name or colour.</td>
</tr>
<tr>
<td>rapidly changing</td>
<td>The determination of the pace of change depends on the designer.</td>
<td></td>
</tr>
</tbody>
</table>


In the case of changing dimensions, versioning of selected attributes can be applied. This is a fairly broad issue that is precisely characterized by Kimball and Ross.\(^{11}\)

---

\(^{11}\) Kimball R., Ross M., *The Data Warehouse...* op.cit., p. 53-56
3. Additional classification of dimensions

The literature on the subject also includes classifications of dimensions with regards to various criteria.

**Table 3. Additional classification of dimensions**

<table>
<thead>
<tr>
<th>Criterion</th>
<th>Type</th>
<th>Characteristics</th>
</tr>
</thead>
<tbody>
<tr>
<td>Growth pace</td>
<td><em>slowly growing</em></td>
<td>Standard dimension where the number of elements increases slowly.</td>
</tr>
<tr>
<td></td>
<td><em>rapidly growing</em></td>
<td>Dimension where the number of elements increases relatively rapidly.</td>
</tr>
<tr>
<td>Structure</td>
<td>Standard, for the <em>star</em> structure</td>
<td>Dimension related to a star schema of a data warehouse. Joined with a relation with a fact table only.</td>
</tr>
<tr>
<td></td>
<td><em>hierarchical:</em></td>
<td>Dimension joined with a relation with another dimension table (snowflake warehouse structure) or dimension with the relations with itself (a parent-child type relation).</td>
</tr>
<tr>
<td></td>
<td><em>parent-child</em></td>
<td></td>
</tr>
<tr>
<td></td>
<td><em>snowflake</em></td>
<td></td>
</tr>
<tr>
<td>Necessity of implementation</td>
<td><em>required</em></td>
<td>Dimension that is indispensable for the data warehouse to operate.</td>
</tr>
<tr>
<td></td>
<td><em>optional</em></td>
<td>Warehouse dimension that expands its data scope that does not affect its basic functionality.</td>
</tr>
<tr>
<td>Volume of data stored</td>
<td><em>average</em></td>
<td>Relatively average dimension as regards its width (number of columns) and – first of all – its length (number of lines).</td>
</tr>
<tr>
<td></td>
<td><em>monster</em></td>
<td>A very big dimension as regards the number of columns and lines.</td>
</tr>
<tr>
<td><strong>minidimension</strong></td>
<td>Used to manage rapidly changing monster dimensions. It constitutes a selected part of the monster dimension that is frequently subject to change.</td>
<td></td>
</tr>
<tr>
<td>-------------------</td>
<td>--------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------</td>
<td></td>
</tr>
<tr>
<td><strong>Application in fact constellation</strong></td>
<td><strong>not shared</strong></td>
<td>Used by one fact table only.</td>
</tr>
<tr>
<td></td>
<td><strong>shared</strong></td>
<td>Used by more than one fact table.</td>
</tr>
<tr>
<td></td>
<td><strong>Dependence with other dimensions</strong></td>
<td><strong>dependent</strong></td>
</tr>
<tr>
<td></td>
<td></td>
<td><strong>independent</strong></td>
</tr>
<tr>
<td></td>
<td><strong>Data quality guarantee</strong></td>
<td><strong>dirty</strong></td>
</tr>
<tr>
<td></td>
<td></td>
<td><strong>clean</strong></td>
</tr>
<tr>
<td></td>
<td><strong>Write ability</strong></td>
<td><strong>read only</strong></td>
</tr>
<tr>
<td></td>
<td></td>
<td><strong>write enabled</strong></td>
</tr>
<tr>
<td></td>
<td><strong>Distance to fact tables</strong></td>
<td><strong>primary</strong></td>
</tr>
<tr>
<td></td>
<td></td>
<td><strong>secondary</strong></td>
</tr>
<tr>
<td></td>
<td></td>
<td><strong>tertiary</strong></td>
</tr>
<tr>
<td></td>
<td><strong>Function</strong></td>
<td><strong>time</strong></td>
</tr>
<tr>
<td></td>
<td></td>
<td><strong>data mining</strong></td>
</tr>
<tr>
<td>demographic</td>
<td>Dimension including demographic data. It can be developed e.g. as the result of the division of a rapidly growing monster dimension Customer.</td>
<td></td>
</tr>
<tr>
<td>-----------------------------</td>
<td>---------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------</td>
<td></td>
</tr>
<tr>
<td>data quality</td>
<td>Some authors suggest adding such special dimension to describe every record in the fact table with regard to data quality. Exemplary values of such a dimension are: normal value, out-of-bounds value, unlikely value, verified value, unverified value, uncertain value.</td>
<td></td>
</tr>
<tr>
<td>multi value</td>
<td>Dimension is a bridge between tables that shows many-to-many relationship in the model.</td>
<td></td>
</tr>
</tbody>
</table>


It should be pointed out that frequently the dimension types are closely correlated to the logical model that is used in a data warehouse. This particularly refers to such criteria as structures, distances from fact tables and the occurrence of relationships with other dimensions.

Moreover, the following dimension types can be specified

- **Shrunk dimension**
  - In the cases of dimensions with hierarchies the concept of shrunk dimension may appear that constitutes a subset of attributes applied to a higher level of summary.12

- **Inferred dimension**
  - While loading fact tables, a dimension may not be ready. One solution to the problem is to generate a surrogate key with a null value for all other attributes. This should be technically referred to as an inferred member but is frequently called an inferred dimension13

- **Heterogeneous dimension**

---


Heterogeneous dimensions are a variation of one dimension (e.g. dimension Product has attributes common both to food and household products.) In order to avoid numerous empty fields, variations of a particular dimension are created\(^\text{14}\).

- **Reference dimension**
  - A reference dimension relationship between a cube dimension and a measure dimension exists when the main dimension key is joined indirectly to a fact table through a key in another dimension in a snowflake schema design.\(^\text{15}\)

- **Outriggers**
  - A dimension can contain a reference to another different dimension table, e.g. BankAccount dimension can reference to a separate dimension that represents the account opening date. The latter dimension is referred to as the outrigger dimension. According to Kimball, they are permissible but should be used sparingly. In most cases, the correlations between dimensions should be demoted to a fact table, where both dimensions are represented as separate foreign keys.\(^\text{16}\)

- **Flat dimension**
  - A dimension without hierarchies and levels.\(^\text{17}\)

4. **Time dimension**

The definition of a data warehouse states clearly that time dimension is an indispensable element of every data warehouse. Thus, with reference to the classification given in the previous chapter, this dimension is required. Time dimension can be generated manually for a data warehouse by means of T-SQL, which frequently applies the so called *Common Table Expression*, (CTE). A sample code together with the result is given in Fig.1.

---

17 Januszewski A.: *Funkcjonalność informatycznych systemów* … op. cit., p. 117.
Figure 1. Sample code to generate time dimension with the application of CTE

```sql
DROP TABLE IF EXISTS DimData;
GO

DECLARE @DataPoczatkowa nvarchar(8) = '19000101';
DECLARE @DataKoncowa nvarchar(8) = '20501231';
DECLARE @LiczebaOdn Int = (SELECT datediff(day, @DataPoczatkowa, @DataKoncowa))

WITH
cte AS (SELECT top (@LiczebaOdn)
           row_number() OVER (ORDER BY (SELECT 1)) nr
         FROM sys.messages),

cte_daty AS (SELECT cast(dateadd(day, nr, @DataPoczatkowa) as date) data
             FROM cte)
SELECT data AS [Data],
year(data) AS [Rok],
month(data) AS [Miesiac],
day(data) AS [Dzien],
datepart(weekday(data), data) AS [DzienTygodnia],
datepart(quarter(data), data) AS [Kwartał]
INTO DimData
FROM cte_daty;
```

Source: Authors’ research

Ready-made generators that create scripts and are available on the Internet can also be used here. A good example is the National Danish Center for Advanced Calculations (NDCAC) which facilitates a precise determination of the output data format in the form of a script that creates a table and loads it with data. Figure 2 presents an example of a script created with the application of this generator.

Figure 2. Fragment of a sample script generating the structure and content of time dimension

Source: Authors’ research based on http://www.regnecentralen.dk/time_dimension_generator.html

---

18 http://www.regnecentralen.dk/time_dimension_generator.html
One should bear in mind that a day, referred to as DimDate is the most common level of detail in time dimension. Moreover, the time of a particular event is of significance. In such cases a separate hour dimension (DimHour) is created, which may be useful for instance in a sales data warehouse as it facilitates the analysis with regard to time of day which constitutes a dimension hierarchy. The possession of such business knowledge can change the way the sales is conducted.

1. Implementation possibilities of various dimension types in Microsoft SQL Server

The Microsoft SQL Server offers directly or indirectly the support to dimensions of different types. When creating a degenerate dimension in the Microsoft SQL Server environment, a dimension creator from Visual Studio can be used (Analysis Services and Data Mining Project design type). The creator is given in Figure 3.

Figure 3. Creation of a degenerate dimension for OLAP Microsoft SQL Server OLAP cube

![Dimension Wizard]

Source” Authors’ research

The creation of a degenerate dimension consists in selecting a fact table and columns that will constitute the dimension. The degenerate dimension derived from a fact table does not possess any unique attributes that would be visible in the dimension metadata.¹⁹

It should be added that the creation of a multi-use dimension consists in a single addition of a particular data warehouse dimension table to the data source view for a cube and a

---

subsequent use of the dimension as many times in the cube structure editor as the number of roles played by the dimension. Thus, for instance, dimension *Data* for a sales cube can play the role of the sales, shipping and delivery dates. The implementation of such a solution is given in Figure 4.

**Figure 4. Implementation possibilities of a multi-use dimension for Microsoft SQL Server OLAP cube**

![Diagram of a multi-use dimension in Microsoft SQL Server OLAP cube](image)

Source: Authors’ research

It should be added that Analysis Services also manages a **many-to-many relationship**. The implementation method is the same as in the case of a reference dimension. The management is conducted through the application of two dimensions and two measure groups.

Apart from the above mentioned possibility to implement a degenerate dimension, the Microsoft software provides the opportunity to apply the creator in the development of a time dimension, which is given in Fig.5.
Visual Studio 2015 creator makes it possible to:

- determine the first and the last date of the dimension;
- select the required time period (year, half-year, quarter, trimester, month, decade, week, day);
- select the language of the names of dimension elements (English, French, Japanese and German are available);
- take into consideration several hierarchies, including regular, financial, report production and ISO 8601 calendars.

Moreover, there is a possibility to create a dimension on the basis of predefined templates. A list of templates that are available is given in Fig. 6.
The Microsoft SQL Server Analysis Services provides the possibility to implement reference dimension i.e. a dimension that refers to a different dimension, in OLAP cube. The first dimension, which is combined directly with the fact table, includes a foreign key to another dimension. The application of a reference dimension can be useful in two cases:

- sharing a dimension in a snowflake schema;
- sharing dimension attributes that are stored in various data sources.

2. **Creating a junk dimension – a case study**

The implementation of a junk dimension in a Microsoft SQL Server environment is possible; however, it requires an adequate preparation of data. The development process of a junk dimension can be divided into several steps, which is given in Fig.7.

![Figure 7. Steps in the development of a junk dimension](image)

Source: Authors’ research

The first step in the development of a junk dimension is to analyze the attributes from the fact table that could form the dimension. These are the degenerate dimensions which were characterized above. If the attributes can be grouped in topical sets, the work on the development of vocabulary tables can be started. The tables consist of only two fields: the identifier and the attribute value. The next step is to load the dictionary tables. This will enable the creation of a junk dimension which will constitute a combination of all possible values in the dictionary tables (a cross join operator in T-SQL). In order to apply the junk dimension, an identifier has to be used that consists of the subsequent dictionary table identifiers.
Assuming that the fact table contains fields given in Fig.8, one can see such topical degenerate dimensions as *WiekKlienta* (*CustomerAge*), *PlecKlienta* (*CustomerGender*), *RodzajKlienta* (*CustomerType*).

The preparation of dictionary tables that will be the basis for a junk dimension can be conducted through the development of a list of unique attributes (e.g. for *RodzajKlienta*/*CustomerType*) or through the use of the general knowledge (e.g. for *WiekuKlienta*/*CustomerAge* the age range will be 0-110 as the age cannot have a negative value and the number of people 110+ is marginal). The selection of the method used to generate dictionary tables depends on the designer and his/her knowledge regarding the data. If it is certain that the facts include all the states of a given attribute, it is sufficient to prepare a query that will return a list of unique occurrences. If there is a risk of omitting a state, an appropriate dictionary should be developed to the best of the designer’s general/business knowledge.

Figure 9 presents a method of developing dictionaries based on unique values and the possessed knowledge (the last query *select* makes it possible to generate a sequence of integers from 1 to 110).
Another step is to create all possible combinations of gender, type and age of customers. The necessary code is given in Fig.10.

**Figure 10. The application of cross join operator to develop all possible combinations in degenerate dimensions**

SQL *cross join* operator is a Cartesian product of three sets (tables). In the presented case, 440 elements will be returned: 2 (*CustomerGender* states) x 2 (*CustomerType* states) x 110 (*CustomerAge* states). Such a dimension can be loaded once in the course of the data warehouse implementation and it remains static. When loading sales facts, an adequate identifier should be taken of the junk dimension in line with the attribute values.
3. Concept of minidimensions for managing rapidly changing monster dimension – a case study

Mini-dimension is a subset of attributes of a monster dimension (one that contains a significant number of lines and/or columns) that are frequently modified. For the purpose of tracking the changes in rapidly slowly growing dimensions, in the case of the change in value of any of the columns, a new line is added as a new version of data. This is the so called type-2 technique of managing the changes in slowly changing dimensions. This implies that in the case of monster dimensions any change results in an over-sized storage of values from the columns that were not subject to change. The above mechanism has an impact on the volume of the data stored and also on the effectiveness of the warehouse loading process.

The above problem can be solved by extracting unique combinations of the changing columns (or the ones that change most frequently) to another column and by correlating them directly with the fact table. Consequently, the basic dimension will contain significantly fewer versions of data.

Minidimension implementations that are frequently encountered are the Klient/Customer dimension that contains constant columns (name, birthdate) and the KlientDemografia/CustomerDemography that includes information about the age, number of children, marital status, etc. The creation of a minidimension can be conducted in several steps, which is given in Figure 11.

The first step is to select from the base dimension the attributes that frequently change. In the cases when all changing dimensions are selected, at the end of the process, columns that are specific for type-2 slowly changing dimension (CzyAktualny, Od, Do) / (IsValid, From, To) can be completely removed from the dimension table.

---

In order to limit the number of lines for continuous attributes (wiek/age, przychód/income) discretization can be applied before the creation of a minidimension. Figure 12 presents an example where continuous values can be changed to discrete values of the sample Przychód/Income attribute.

Another step is to create a minidimension table that stores a Cartesian product (every-to-every) of the selected attributes or their discrete representation. The new table should be completed with values that originate from the base table and its main key is constituted by a new, automatically numbered numeric column.

Figure 13 presents a sample structure of a minidimension table that stores age, income, the number of customer's children and the instruction to complete the table with data on the basis of the base dimension. The first two attributes are given in a discrete form and consequently there is a necessity to apply the pattern given in figure 12.

Then, the minidimension should be combined with the fact table. Having completed the fact table with adequate values in order to facilitate the analysis of data in the warehouse on
the basis of the minidimension, the columns that were selected from the dimension base table in the first step can be removed.

The final step is to modify processes that load the data warehouse (ELT) with the consideration of the following:

- add a new line to the minidimension in the case when values appear that are beyond the defined ranges;
- check the minidimension key when recording every new transaction (on the basis of the customer-related attributes).

**Figure 13. Structure of a minidimension table and the script**

```sql
CREATE TABLE DimClientDemografia
    IDClientDemografia int identity
    CONSTRAINT PK_DimClientDemografia PRIMARY KEY,
    Wiek varchar(10),
    Przychod varchar(20),
    LiczbaDzieci int
GO
```

<table>
<thead>
<tr>
<th>CTE_Wiek AS</th>
</tr>
</thead>
<tbody>
<tr>
<td>(SELECT DISTINCT Wiek_Dys FROM DimClient_DysWiek),</td>
</tr>
<tr>
<td>CTE_Przychod AS</td>
</tr>
<tr>
<td>(SELECT DISTINCT Przychod_Dys FROM DimClient_DysPrzychod),</td>
</tr>
<tr>
<td>CTE_LiczbaDzieci AS</td>
</tr>
<tr>
<td>(SELECT DISTINCT LiczbaDzieci FROM DimClient)</td>
</tr>
<tr>
<td>INSERT INTO DimClientDemografia (Wiek, Przychod, LiczbaDzieci)</td>
</tr>
<tr>
<td>SELECT Wiek_Dys, Przychod_Dys, LiczbaDzieci</td>
</tr>
<tr>
<td>FROM CTE_Wiek</td>
</tr>
<tr>
<td>CROSS JOIN CTE_Przychod</td>
</tr>
<tr>
<td>CROSS JOIN CTE_LiczbaDzieci</td>
</tr>
<tr>
<td>GO</td>
</tr>
</tbody>
</table>

Source: Authors’ research

(Wiek/Age, Przychód/Income/ Customer Demography, Przychód/Income, LiczbaDzieci/Number of Children)

It is worth noting that the above minidimension does not allow for recording changes within the scope of the given attributes prior to a subsequent transaction in the fact table. Thus, in the example given above, any changes regarding customer’s data about the age, the number of children and the income cannot be registered in the data warehouse unless the customer places another order.

**Conclusions**

On the basis of the literature on the subject and their own knowledge and experience, the authors reviewed and classified dimensions of various types of data warehouses which was the main aim of the article. It should be emphasized that the research in this field remains open
and should be continued; the presented classification should be extended by additional criteria so that the knowledge on multidimensional modelling should be systematized. The authors presented also selected implementation opportunities of various types of dimensions in the Microsoft SQL Server Analysis Services environment.

The objectives concerning a practical creation of a junk dimension and minidimensions to service a rapidly changing monster dimension were accomplished in two separate chapters of the article in the form of case studies. The presented techniques make it possible to solve problems that are common when building data warehouses.

Literatura

Bibliography


Abstract

The concept of a company data warehouse assumes the retention of data in the form of fact tables that describe reality as dimension tables. The structures of dimensions vary with regard to business requirements and implementation possibilities. The authors present the classification of dimensions that appear in the structure of data warehouses. The article discusses the issue of data warehouse design with the application of the Microsoft SQL Database Server. A particular attention is paid to the so called junk dimension and the management of the rapidly changing monster dimension with the application of mini-
dimensions; a method of their implementation in the project is presented in the form of a case study.
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